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Abstract 
This paper explores interferometry technique for Synthetic Aperture Radar (SAR) images, focusing on the 

application of free and open-source software. However, the complexity of SAR SLC images, challenges for 

beguines, remote sensing technicians and the general public. To address this issue, the EZ-InSAR interface 

has emerged as an open-source solution, usingthe ISCE+StaMPS/MintPy packages, though still relying on 

MATLAB, which is not free.  

In this study, a successful Interferometric processing and Persistent Scatterer Interferometry (PSI) velocity 

estimation are demonstrated using a virtual machine free and open-source software. Specifically, we 

adopt SNAP2StaMPS for the Interferometric part and StaMPS for PSI, explained step by step. Additionally, 

we list various software and packages for Interferometry technique execution. 

This study demonstrates the feasibility of conducting Interferometry with free software and offers 

valuable insights into the challenges of using open-source solutions. Future work involves exploring 

software parameter optimization, expanding the processing scope with other tools/software, and 

implementing Small Baseline Subset (SBAS) processing for the same region. 
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Introduction 
Synthetic Aperture Radar (SAR) images are less used and more inaccessible for the general public and 

remote sensing technicians. The SAR Single Look Complex (SLC) images are coherent and are composed 

by amplitude and phase. The first corresponds to the real number and the second to an imaginary number. 

Phase in SAR corresponds to the difference between the transmission and the signal reception. Phase is 

the relates the distance between the emisor and receptor and also, corresponds with the electromagnetics 

characteristics of the receptor. This condition makes SAR SLC images complex. However, there is little 

documentation and lack of user platforms to debug errors, complex installations dependencies and the 

unavailability of open source and free GUI makes it fairly inaccessible. It seems that the community is 

starting to realize about that and it has come out the new interface EZ-InSAR (Hrysiewicz et al., 2023) 

available in github (https://github.com/alexisInSAR/EZ-InSAR ). This software with GUI is not completely 

open source because it uses MATLAB that is a payment software and foremost is based on using the open-

source software packages (ISCE+StaMPS/MintPy). 

In the following document, we will introduce the interferometry technique.  Also, we will perform InSAR 

processing with a PSI (Persistent scatter interferometry), as a result of velocity. This process will be 

explained step by step including the installation and the dependencies needed and trying to use free, open 

source, as a matter of investigation. We will comment on different programs and packages to perform the 

interferometry technique. 

The main objective is to try to perform an InSAR processing with free software on a virtual machine. In our 

case, we will try to do it with a SNAP2StaMPS for the Interferometric part and for the second part (the PSI) 

we will use StaMPS. This software is open source available online for download but, it uses Matlab, it 

means that it is not completely free. In order to be able to run StaMPS we need to run it in a Linux so we 

will be using the Virtual Machine (VM) of Terascope for the processing. A secondary objective is to 

compare different software models of insert techniques that are available in open source. 

 

Interferometry 

Interferometry is a technique that consists of executing the multiplication of one SLC image by the complex 

conjugate of the another SLC image(Bamler & Hartl, 1998). It is typically done between two or more 

Synthetic Aperture Radar (SAR) images which can be referred to as master (S1) and slave (S2).  An SLC 

image can be recognized as ´S´ in the following Formula 1. 

 

 
Formula 1: SLC  Image. 

An Interferogram (I) can be defined mathematically by Formula 2. 

 

Formula 2: Interferogram. 

This technique is done usually avoiding the amplitude (A) and  just taking in to account the phase of the 

signal encapsulated in the SAR SLC image Formula 3(Bamler & Hartl, 1998). 

https://github.com/alexisInSAR/EZ-InSAR


 

 

 
Formula 3: Interferogram phase part. 

The phase is composed by a real number and an imaginary number. Also in SAR corresponds to the 

difference between the transmition and the signal reception. Related with distance between the emisor 

and receptor taking in to account the electromagnetics characteristics of the receptor. We can say that 

the phase is formed by the following Formula 4: First (green) phase due to the properties of reflection of 

the objects (depending on geometric properties and dielectric properties. Aleatory for distributed 

dispersors). Second (red) the geometric phase due to the distance to the surface or object/sensor. Third 

(purple) the phase contribution due to the ionospheric and atmospheric propagation. Finally (blue) the 

noise inherent to the system.  

 

Formula 4: Phase components. 

The Interferogram signal is formed by different components (Crosetto et al., 2016; Pepe & Calò, 2017) 

Formula 5, first (green) is the flat earth phase component, the second (red) topography phase component, 

third (yellow) movement or displacement phase and the last one (blue) is the atmosphere and noise. These 

components explain the characteristics of the interferogram and all the component that we see when 

there are analyzed.  

 

Formula 5: Interferogram signal. 

To have the images ready to generate and interferogram is key to preprocess the images as they have to 

match. The matching is done with the co-registration of two SLC products, one master and one slave, of 

the sub swaths with the same satellite orbits and a digital elevation model to calibrate the orbits with one 

of reference. This process allows the generation of interferograms. This process will be explained with 

more detail for our example of processing in the methodology. Also, in the methodology, we will explain 

the exact process to extract the velocity of the interferogram in our processing workflow. 

 

Software   

The Software is a big part of the process as it is needed a long list of steps to perform this analysis. In the 

following lines you will find a list of software that have different functionalities to perform interferograms, 

obtain InSAR results and analyze time series. We will perform a PSI analysis and as we have the chance to 

have access to Matlab we will use SNAP and StaMPS. These two programs have a code that is called 

SNAP2StaMPS to make the process more agile and automatic.  

Commercial software 

InSAR processing 



 

 

•ENVISARscape Time series PSI and SBAS (https://www.l3harris.com/all-capabilities/envi-sarscape) 

•SARproz Time series PSI and SBAS (https://www.sarproz.com/) 

•GAMMA Time series PSI and SBAS (https://www.gamma-rs.ch/) 

•SARscape  Time series PSI and SBAS (https://www.sarmap.ch/index.php/software/sarscape/ )    
•StaMPS (Matlab) Time series PSI and SBAS 

(https://homepages.see.leeds.ac.uk/~earahoo/stamps/ 

 

Free/Open sours 
 

Interferometric process 

• StaMPS (Matlab is required and it is not free) Time series PSI and SBAS 
(https://homepages.see.leeds.ac.uk/~earahoo/stamps/ 

• GMTSAR  Interferometric process Time series SBAS (https://github.com/gmtsar/gmtsar) 

• SNAP  (with GUI) Interferometric processTime series SBAS 

• Doris Delft object-oriented radar interferomtric DinSAR (http://doris.tudelft.nl/ ) 

 

Dem and orbits 

• ISCE Interferometric process  (https://github.com/isce-framework/isce2#software-
dependencies) (https://github.com/isce-framework/isce2) 

• GIAnT insar analysis toolbox (http://earthdef.caltech.edu/projects/giant/wiki ) 

Time series analysis software 

• MintPy (https://github.com/insarlab/MintPy) (ICEYE images) 

• Py rate (https://github.com/GeoscienceAustralia/PyRate) 

• KFTS (https://github.com/ManonDls/KFTS-InSAR ) 

• MPITS (https://github.com/jolivetr/mpits ) 

 

Tropospheric Noise Correction Software 

• PyAPS Python based Atmospheric Phase Screen Estimation.  

(https://github.com/insarlab/PyAPS) 

• TRAIN Toolbox for Reducing Atmospheric InSAR Noise  

(https://github.com/dbekaert/TRAIN ) 
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Methodology part 1 of the processing  

Image downloading 

The images are downloaded from ASF data search.First of all, you need to create an account to be able to 

download the data. Secondly you need to zoom and select the area of interest, in our case; New Zealand. 

In the additional filters you can select the start date and the end date and also the file type (L1 single look 

complex). Next, we will choose descending and we will then select the footprint that will be beneficial for 

our processing. 

The information that is important of the product is the Path: 146 (relative orbit) and Frame: 731.When 

we know the frame that we desire we click on the right part of the path/frame on the wheel and we 

press “set as both” and go to “Download” and select “Data Download” to download the Python Script 

(.py). Then we put it inside the folder Original. Run the code to start the download in the same folder 

were the file is. At this stage you have the images necessary for your process. It is mandatory for the next 

steps to have python 2.7 installed. 

 

Figure 1: Run the download script. 

 

Figure 2: Area of interest yellow star, swath and burst situation in the imag3e  

 

29 images from August 2022 until July 2023 

DESC 

Path: 146 (relative orbit) 

Frame: 731 



 

 

Swath: 1 

4 bursts: 6-9 

 

Installing the architecture and Preprocessing Snap2StaMPS: 

Download in the https://github.com/mdelgadoblasco/snap2stamps the code in a .zip file. Extract the file 

and copy the folders “bin and graphs” Figure 3 of the file and put it in a folder called “Project”. Now you 

are ready to start the process. The folder “bin” contains all the python scripts ready to configure. The 

folder “graphs” have all the graphs created in SNAP that will be rune by the python scripts.  

 

Figure 3:Copied folders 

There are incompatibilities in the files, which is why some parameters from two xml files will need to be 

altered. These can be found in the “graphs” folder - “coreg_ifg_computation.xml” and 

“coreg_ifg_computation_subset.xml”. For the file “coreg_ifg_computation_subset.xml” you have to 

change the line 49 of the code as it is shown in the Figure 4 for the data in the Figure 5 . The same 

procedure is done in the file “coreg_ifg_computation.xml”. The parameters need to be updated. 

 

 

Figure 4: Data to delate in gray. 

 

Figure 5: Data to add  in gray. 

https://github.com/mdelgadoblasco/snap2stamps


 

 

Image burst and swath selection: 
The area of interest is positions in one burst and swath. It is necessary to see which burst it is going to 

process. This case is the second swath (depending this first processing we will have to process the third 

swath) and  the second and third burst that have the AOI. 

The next step is to select the master image and create the folders Master and Slave. 

The Master is selected through SNAP program Figure 6. For this, we will go to “Radar=> Interferometric=> 

InSAR Stack Overview => Add open” this will load all the images. By clicking “overview” the images will 

then be scanned and the process will select the best image to be the master.   

The Slaves images from the folder “Original” are copied in the folder “Project “in a new folder “slaves”(it 

has to be named like this) . 

 

Figure 6: InSAR master selection. 

Update the orbit metadata 
The second step is to Apply-Orbit-File and TOPSAR-Split Figure 7. These two steps are completed in the 

master file, in our case, the master is 20230101. A new folder in “Project/master” is created to update the 

orbit metadata in the sentinel 1 file in order to choose the sentinel precise orbit. The TOPSAR needs to be 

applied to any interferometric processing, most of the operators need to work with one swath at a time. 

Here we select the Swath to process and the Bursts to process. 



 

 

 

Figure 7: Update the orbit metadata. 

 

The next step is to configure the SNAP2STAMS processing. The “bin” folder contains all the automated 

scripts for executing the SNAP2STAMS. The configuration file that we will be using is located in “bin” and 

the file name is, “project.conf” this file has several parameters that make up the information, Figure 8. In 

this config file is important to locate the master image and the path of the program of SNAP. Also, is 

important to put the capacity of the machine and you can check it in the terminal with the following 

=>lscpu.  

 

Figure 8: Configuration file for SNAP2STAMS. 



 

 

It is necessary to put in order the slave’s images in folder names with the date of the acquisition like in 

the image Figure 9 for and automatic processing. 

 

Figure 9: Slaves images in folders  with the date of adquisition. 

The script “slaves_prep.py “can be run with Python 2.7.5. With the following command Figure 10: 

 

Figure 10: Command for preparation of slaves. 

In order to run the scripts after the configuration file is important to have installed Python 2.7.5.   

 

Apply the orbits 
The next step is to apply the orbits calculated previously to all the slave images, the graph to apply is 

“Project/graphs/Slave_split_applyorbit.xml”with the following command we apply the orbits with a 

python script: 

 

Figure 11: Command for splitting the slaves. 

The previous step is not time effective, for every image takes roughly one minute to process. Once the 

process is done in the “Project” folder will appear another folder named “split” that will contain the dim 

format with the sub swath product and the orbits applied.   

 

Master slave co-registration and the interferogram generation 
The next step is the master slave co-registration and the interferogram generation. In to the “bin “ folder 

we will use the “correg_ifg_topsar.py” file to calculate the co-registration and the interferograms. The 

Graph that will be executed will be “coreg_ifg_computation_subset.xml” because we have indicated a 



 

 

subset in our configuration file. If we do not setup any spatial setup it will execute 

“coreg_ifg_computation.xml”. If the graph is opened in SNAP is seen as the image below Figure 12. 

 

 

Figure 12: Graph opened in SNAP. 

The graph “coreg_ifg_computation.xml” have several operations explained below: 

The Back-Geocoding is connected to a master and to the slaves, this operation co-registration two SLC 

products, one master and one slave of the sub swaths with the same orbits and a digital elevation model. 

The Enhanced-Spectral-Diversity operator, estimates the final constant range offset for the all sub 

swath. 

The Interferogram which computes the complex interferogram by subtraction of the flat earth or 

reference phase it can also be run without. The Flat earth phase is the phase that is present in the 

interferometric signal due to the curvature of the reference surface Earth. Then we have the TOPSAR-

Deburst (every sub-swath image consists of a series of bursts and every burst process as a separate SLC 

image and the individually focused complex burst images are included in the azimuth order in a single 

sub swath image with a black fill line in between) this processor merge the bursts in to a continuous 

image based on their zero Doppler time and removes the line. 

The TopoPhaseRemoval this operator is a removal tool which estimates and subtracts the topographic 

phase from the interferogram.  

Write operator writes the output.   

At the end of the graph the co-registrated images and the interferograms are exported. 

 

Figure 13:exported  

After running this command two folders are created “ifg” the folder with the interferograms and the 

“coreg” co-registration folder. 

We then need to check every interferogram that has been created to make sure there are no empty 

interferograms, otherwise it will create problems in the future processes, specifically with the amplitude 

dispersion and index estimation suitable for the PSI analysis. It is needed to open the “Phase ifg_srd_VV” 



 

 

Figure 14 in Snap and see if the interferograms are populated and properly crated. We can observe the 

food print of the interferograms in Figure 15. 

 

Figure 14: Snap visualization interferograms. 

  

Figure 15: Interferogram foot print. 

Ones all the interferograms are checked and all are correct, the data can then be exported to introduce it 

to StaMPS with the following command Figure 16. 

 

Figure 16: Export the data to introduce to StaMPS 

If the process is run properly we will have a folder named”INSAR_20230101” that look as the Figure 17.  

 

Figure 17: Folder ready to start the process to StaMPS.  



 

 

Methodology part2 of the processing  

For the second part of the processing to obtain the velocity and accumulated deformation it is done with 

the software StaMPS. This software needs to be run in a Linux base machine and install the dependencies 

and the software to be able to run StaMPS. In this case we will use Terrascope Virtual Machine (VM). 

The Virtual Machines of Terrascope are Linux-based virtual desktop environments with: 

Free analysis tools: QGIS and GRASS GIS, SNAP desktop and GDAL utilities. 

Code development environment for programming in Python, R or Java (Eclipse IDE). 

Access to Global Land Service products and ancillary datasets on mounted disk volumes. 

Free-of-charge standard configuration with 4 CPU, 8GiB RAM, 4GiB swap space, 80GiB root disk and 

Private and Public workspace folders of 100GiB each, with the option to extend at a price. 

(https://land.copernicus.eu/global/faq/what-terrascope-virtual-machine) 

In the following lines you will find the installation process and the second part of the processing with 

StaMPS. 

 

Dependencies and software to install: 
First of all before any installation we will go to the home folder and we will use the command “sudo yum 

update” to update all the installed packages to the latest version Figure 18. After the update we will 

proceed with the rest of installations. 

 

Figure 18: Update of installed packages. 

 

Configure snappy SNAP - Python interface 
The snappy is a python module, it can be installed as the follows from the “bin” folder of your python as 

the Figure 19. 

 

Figure 19: Snappy configuration. 



 

 

If it works should appear this Figure 20: 

 

Figure 20: Snapy proper configuration. 

After it needs to copy the snappy folder to the site-packages folder of your python installation, the 

problem with Terrascope VM is that you cannot Figure 21. This is not a big problem because it do not 

give problems afterwards.  

 

Figure 21: Snappy copy to the site-packages of python. 

Website to check instructions from snappy: 

https://senbox.atlassian.net/wiki/spaces/SNAP/pages/50855941/Configure+Python+to+use+the+SNAP-

Python+snappy+interface+SNAP+versions+9  

 

Sentinelsat 
This is a python module which allows to enter esa’s Copernicus Open Access Hub to download remote 

sensing data. The code that is used to install  that module is the following Figure 22: 

 

Figure 22: Sentinelsat installation. 

Website to check instructions of sentinelsat: 

https://sentinelsat.readthedocs.io/en/stable/index.html 

 

Pygeoj 
This is a python module to read, write and work with the GeoJSON format. The following code is run to install 

the module Figure 23.  

 

https://senbox.atlassian.net/wiki/spaces/SNAP/pages/50855941/Configure+Python+to+use+the+SNAP-Python+snappy+interface+SNAP+versions+9
https://senbox.atlassian.net/wiki/spaces/SNAP/pages/50855941/Configure+Python+to+use+the+SNAP-Python+snappy+interface+SNAP+versions+9
https://sentinelsat.readthedocs.io/en/stable/index.html


 

 

Figure 23: Pygeoj inatallation. 

Website to check instructions of Pygeoj: 

https://pythonhosted.org/PyGeoj/ 

 

Triangle 
The Triangle is a software generating exact Delaunay triangulations, constrained Delaunay triangulations, 

conforming Delaunay triangulations, Voronoi diagrams, and high-quality triangular meshes. It is used in 

the StaMPS workflow in step 4. We will download triangle software form this website 

http://www.cs.cmu.edu/~quake/triangle.html.  The file downloaded is “triangle.zip”. After the download 

we will decompress the file triangle.zip in a folder called “triangle”. In order to install the software  we 

do write click and Open Terminal Here  will open a terminal in the same folder  Figure 24. 

 

 

Figure 24: Triangle folder, opening of a terminal, write click Open Terminal Here.  

Inside the terminal we will write the installation code “make” Figure 25 and click enter to execute. During the 

installation it is created two executable files Figure 26. To check if the Triangle software is properly installed 

we can execute the code “./triangle” and will show its properties Figure 25. 

https://pythonhosted.org/PyGeoj/
http://www.cs.cmu.edu/~quake/triangle.html


 

 

 

Figure 25: Triangle installation code and comprovation. 

 

 

Figure 26: Triangle executable files. 

 

Snaphu 
The Snaphu is a software for two dimensional phase unwrapping. This software is used in the StaMPS 
processing in step 6 phase unwrapping. Have a look at this page for a full description. 

The installation of the software should be done snaphu software can not be installed as it is done in ubuto 
so to be able to install snaphu in Linux as it is in Terrascope VM it is necessary to download the program 
file and install it yourself manually. 

The file can be downloaded in the following link:  

https://web.stanford.edu/group/radar/softwareandlinks/sw/snaphu/   

https://web.stanford.edu/group/radar/softwareandlinks/sw/snaphu/
https://web.stanford.edu/group/radar/softwareandlinks/sw/snaphu/


 

 

This link contain a file (snaphu-v2.0.5.tar.gz) that should be saved in the home folder of the Virtual machine 

and decompressed Figure 27. 

 

Figure 27: Snaphu software file decompression. 

Inside the folder “src” it is a file Makefile that allow the installation in Linux Figure 28. 

 

Figure 28: Snaphu folder src. Figure 28 

You open the terminal and write the following code Figure 29  to install. 

 

Figure 29: Snaphu installation. 

The program will proceed to install itself. 

The program should be properly installed to verify the functionality of the software you can run the 

following command “./snaphu” Figure 30 and the snaphu software will show its options: 



 

 

 

Figure 30: Snaphu command of verification of functionality. 

Another option is to download the plugin in SNAP. The Plugin can be found when you open SNAP and you 

go to Tools=> Plugins=> Available Plugins=> SNAPHU Unwrapping=> click “Install”  Figure 31. 

  

Figure 31: Installation SNAPHU Unwrapping plugin. 

 

csh 
Csh is an interpreter for C-shell which is needed to run scripts within the StaMPS installation. 

To install it it is necessary to go in the folder of home and execute the command “sudo yum install csh” 

Figure 32.  



 

 

 

Figure 32: Csh installation. 

 

Train 
The Toolbox for Reducing Atmospheric InSAR Noise (TRAIN) can be used to estimate tropospheric delays 

(see [Bekaert et al., 2015a, b]). Train corrections are applied on the fly while plotting the results. This 

toolbox can be downloaded from tis website: https://github.com/dbekaert/TRAIN Ones TRAIN is 

downloaded it needs to be saved in a folder and decompress Figure 33. 

https://github.com/dbekaert/TRAIN


 

 

 

Figure 33: TRAIN decompression.  

To be able to execute files and call the Toolbox it is necessary to configurate the APS_CONFIG.sh and 

modify the line 21 Figure 35, with the path of the folder where the toolbox is decompress Figure 34. 

 

Figure 34: TRAIN decompress. 



 

 

 

Figure 35: TRAIN file to configure the path of the folder where the toolbox is decompress. 

 

StaMPS 
The next step is to install StaMPS from this webside 

https://homepages.see.leeds.ac.uk/~earahoo/stamps/ the file is decompress and to install the program 

you should be on the “src” Figure 36 folder and run the code “make install” Figure 37 

 

 

Figure 36: StaMPS src folder. 

 

https://homepages.see.leeds.ac.uk/~earahoo/stamps/


 

 

 

Figure 37: StaMPS installation code.  

For the software stamps it is necessary to configure the first lines of the file “StaMPS_CONFIG.bash”. This 

first lines are the paths to the STAMPS, TRIANGLE_BIN and SNAPHU_BIN directories Figure 38. 

 

Figure 38: Configuration of StaMPS_CONFIG.bash. 

Matlab installation 
The Matlab needs to be installed is the only software not open source and free off the process. The 

following software I will not explain the installation as it depends the licensing you have. 

Matlab licensing with the toolboxes: 

• Parallel computing Toolbox (DM) 

• Image Processing Toolbox (IP) 

• Signal Processing Toolbox (SG) 

• Statistics and Machine Learning Toolbox (ST) 

 
With this steps is done all the installation process.  

 



 

 

Processing in StaMPS 

To be able to run StaMPS is needed to indicate some variables to the bash. The variables will be call inside 

the Stamps software. It is necessary open a terminal in the folder were the Interferograms are generated 

in this case is the folder is “INSAR_20230101”. In this terminal we link the variable to the bash to be able 

to call the functions that we want. The code is “source” and we call the files inside every path, 

“StaMPS_CONFIG.bash” and “APS_CONFIG.sh” to have the variables Figure 39. In the same terminal we 

will point the path to the Matlab software Figure 39. 

 

Figure 39: Variable setting.  

The first step to be able to ingest the data from Snap2StaMPS to StaMPS is to calculate the amplitude 

dispersion index. The amplitude dispersion index is a value that describes the amplitude stability that is 

used to preselect the pixels for the phase analysis. The recommended range for the pixel selection is from 

0.4 to 0.42 the higher the threshold the more pixels will be selected for phase analysis. In this case we will 

select a 0.5 threshold due to the area that we have selected. The area is full of vegetation and it normally 

trend to have unstable amplitude values so we chose higher threshold, to include more points. To run this 

step first we provide the “mt_prep_snap” Figure 40 then the master date, then we provide the path to the 

“INSAR_20230101” folder, the 0.5 threshold and we chose also the patches in range and also the patches 

in azimuth in this case 2 2. 

 

Figure 40: Prepare patches and the parameters. 

 



 

 

After the process you will see the 4 folders with the patches are created and also different files Figure 41. 

 

Figure 41: Patch creation. 

 

The next step is to open Matlab at the same terminal we have processed the patches. We are going to 

write “matlab” and press enter Figure 42. 

 

Figure 42.MATLAB. 

Once the Matlab is open we will check if the stamps is installed properly in to the system. We write the 

coman “help stamps” and if it show the same as the Figure 43 it is well installed.    

 

Figure 43: Stamps comprovation.  



 

 

It is necessary that the path to the Atmospheric toolbox TRAIN is also recognizable in Matlab so we will 

write the command “addpath” followed by the path of TRAIN that contain Matlab as in the Figure 44.  

 

Figure 44: insertion of path TRAIN that contain Matlab. 

Once the path is added we can confirm that it was successful writing “help aps_linear” Figure 45.  

 

Figure 45: Successful path linkage in Matlab. 

To start with the Stamps processing you have to take in to account that to process the patches it is needed 

to do the steps 1-4 for every patch and ones they are finalized and you start the step 5 were all the patches 

are merged in this step. To start the process you can check all the parameters that you can change in 

stamps, for that you only need to type “getparm” Figure 46. 

 

Figure 46: Parameters in Stamps. 

And if you whant to set any parameter it can be done just typing “setparm(name_of_the_parameter)” 

Figure 47.

 

Figure 47: Example of setting parameters.  

 

Step1 
The process we do now will be applied to the Patch 1, so it is run the first step just typing “stamps (1, 

1)”Figure 48. This indicates that you want to start with the step 1 and you also want to finalize with step 

1, if these is note indicated the software would run all the steps in one.  

This step lodes the first persistent scatter candidates of the dataset.  

 

Figure 48: Step1. 



 

 

If we want to know which files have been created we type “ls *1.mat”Figure 49 and will appear all the files 

created. Moreover is possible to know more information about the points if it is type “ps_info” which will 

give us the list of the interferograms that we have including the perpendicular baseline distance Figure 49. 

 

Figure 49: Information of the files created and the interferograms.  

Now we will plot the wrap phase using the code line “ps_plot (‘w’)”Figure 50. In the plot we have the 29 

interferograms and we can see that the master image has a phase difference of 0.  

 



 

 

 

Figure 50: Wrap interferograms. 

 

Also we can plot the mean amplitude of all the interferograms this wil show haw the interferograms are 

more or less coherent respect the darkness of the atrea of the interferogram. 

In this case we can see that on the Figure 51 the master image of 20230101 it has darker areas where the 

amplitude is not consistent.  



 

 

 

Figure 51: Mean amplitude of the interferograms.  

 

Step2 
Now we can move to the step 2 but before we have to take in account several parameters: 

Maximum topographic error is the parameter “max_topo_err” correlation is the maximum uncorrelated 

digital elevation model error in meters, pixels that have the error larger than the value of the parameter 

will not be selected. If this value is increased it will also increase the gamma value and mare pixels will be 

selected. The parameter that we will use is 20. 

The parameter is “filter_weghting => ‘P-square’” it means that the persistent scatter probability squared, 

the other possibility is the signal to noise ratio. We are selecting the “P-square” because it perform better. 

 

Figure 52: Stamps Run step 2 

The step 2 is run with all the parameters as defauld. One of the characteristics that we can see or control 

is the running iterations. The predefined are 3 iterations and the threshold that this iterations are 



 

 

expecting to acquire are the “gamma_change_convergence: 0.005” so every iteration should bee closer 

to this parameter. In the case of this processing it starts with 0.322898 and ends with -0.035137. 

 

Step3 
The step 3 is the initial persistent scatter selection, it is selected the PS points based on probability by 

compering the results by data with random phase. This is done twice after the first selection the temporal 

coherence for each pixel is then restimated more accuratly by dropping the pixels it self from the 

estimation of the spatially correlated phase. The restimation of the random phase and selection of pixels 

that are more likely to be PS. This is done by different selection methods one is by percentage or density, 

is the fraction that we accept of having false positives in a area of one square kilometer. In this processing 

we leave the parameters by default “Dencity” and the parameter is “density_rand:20” at these stage we 

can accept higher density as in the next step this is more restrictive. We write “>> stamps (3.3)””. 

 

Step4 
In this step the pixels that have been selected in the step number 3 are readed which means that we drop 

pixels that had been selected due to signal contribution from the neighboring pixels and also those PS 

points that are seamed as too noisy.  This step is governed by a number of different parameters: 

“weed_standar_deviation” which is set to one by default, this is a threshold for standard deviation. 

basically for each pixel the face noise standard deviation for all pixel pairs including the pixel is calculated 

and if the minimum standard deviation is greater than the threshold then the pixel is dropped. The values 

recommended are set to 1 to 1.2. 

“weed_max_noise” by default is set to Infinite. This is the threshold of the maximum noise allowed per 

pixel. For each pixel the minimum pixel pair noise is estimated per inerferogram and the pixels with 

maximum interferogram noise higher than this value are then dropped.  

“weed_time_win” this is the time window in days, temporal reading. 

“weed_neightbours” this enables the dropping of neighbours based on the proximity of each other. This 

parameter normally is wanted to set to yes so we will change the default Figure 53. 

 

Figure 53: Set parameters for “weed_neighbours”. 

“weed_zero_elevation” is when your area of interest have sea on it and you expect that on the 0 elevation 

points you do not expect PS, because water should not have information.  

After the change of parameters we run the process typing “>> stamps (4.4)””. 

We have to run the same 4 process for all the patches. 

 



 

 

Step 5  
The step 5 is the phase correction, in this step the wrapped face of the selected pixels is corrected for the 

spatially uncorrelated look angle, which is the angle of digital elevation model error. This error is estimated 

in the step2. At the end of this step all the patches are merged. There are two main parameters that govern 

this step that are: 

Resample size, that is to safe memory, if this parameter is set it is appropriate to set the merge standard 

deviation parameter, for each pixel the phase noise standard deviation is computed and if the standard 

deviation is greater than the threshold than the resampled pixel is dropped. 

The Step 5 needs to be run from the INSAR main directory, “INSAR_20230101”. The step 5 is also run by 

default. We run the process typing “>> stamps (5.5)””. 

 

The results of this step is same on the main directory with the suffix 2 and contains all the information for 

the second selection of the PS points and is merged all of the study area. Now we can visualize is the 

wrapped phase for the entire area, and for all the interferograms. We run the command “ps_plot(‘w’)” 

and it plot the wrapped phase with the values of pi to menus pi, Figure 54, Figure 55. 

 

 

Figure 54: Wrapped interferogram. 

 



 

 

 

Figure 55: All wrapped interferograms. 

 

Step 6 
Step6 is the phase unwrapping, consist of knowing the fraction of the phase difference on the two py 

cycles and reconstructing the original phase shift. For Sentinel one cycle of the wavelength 2pi corresponds 

to 5,5 cm, meaning that 0 to 2pi is 5.5cm, and the maximum fraction of the phase calculate between 

images is 1.5cm. This is called phase ambiguity, and this is solved during the phase unwrapping which is 

the process of reconstructing the original phase shift from this wrapped representation. This is solved 

adding and subtracting multiples of two in the appropriated places to make the phase image as smooth as 

possible in space and time, to reconstruct the Absolut original phase difference. 

This step is ruled by several important parameters: 

“unwrap_method” that is set ad 3D it takes in to account the unwrapping not just in space, also in time. 

“unwrap_prefilter_flag” set to yes 'y' it will provoke to do a pre-filtered before unwrapping to reduce 

noise. This means that the spatial correlated look up angle error and the master atmosphere and also the 

orbit error which are actually estimated on the step 7, (so we have to rerun step six after step seven again), 

are removed to improve the unwrapping. 

“unwrap_grid_size” this is also linked to the pre-filtering before unwrapping to reduce noise. If this 

parameter is set to yes, then the phase is resampled to this grid and it should be at least as large as the 

merge grid size. The high values can reduce noise but may lead to under sampling of their signal, so by 

default this is set 200. This parameter we will leave it as default. 

The parameter that are linked to the gold strain filter are: 

“unwrap_gold_alpha” and “unwrap_gold_n_win”. 



 

 

“unwrap_patch_phase” this parameter by default is enabled, this allows the unwrapping for each patch 

separately. 

“unwrap_time_win” which is a smoothing window in days for the unwrapping in the temporal domain. 

 

To run the step, we leave all the parameters as default. We run the process typing “>> stamps (6.6)””. 

After the process is finished, we can visualize the first unwrapped interferogram typing “ps_plot ( ‘u’, 1, 0, 

0, 1 )” the phase from the interferogram Figure 56  is form 12.2 to – 7.7 rad. 

 

 

Figure 56: Unwrapping phase. 

 

Atmospheric correction 
The next step is to estimate the atmospheric face screen or the phase delay due to atmosphere. This step 

is done by the dependency called TRAIN. The Atmospheric correction for InSAR is really complex topic but 

for this process we will use the linear tropospheric correction that can be computed based on phase and 

topographic information. This can be run writing “aps_linear” Figure 57 and the tropospheric contribution 

will be calculated Figure 58. Each estimation should be different for every interferogram  

 

Figure 57: Atmospheric correction command. 



 

 

 

Figure 58: Plot of the atmospheric correction or the tropospheric contribution to the phase. 

 

Step 7 
The stamps step 7 is the estimation of spatially correlated errors. In the step 3 we have calculated the 

spatially uncorrelated error for look angle, then we have removed this error in step 5 and now in step 7 

we will remove the spatially correlated look angle error. This in step 7 includes the error in the digital 

elevation model itself, for example incorrect mapping of the DEM in to the radar coordinates. The master 

atmosphere and the orbit error are also estimated at this step and we can visualize them at the end. 

For this step we are going to set one parameter “scla_deramp” Figure 59 if this parameter is set to yes, a 

face ramp is estimated for each interferogram and the estimated ramp is subtracted. This is useful in local 

signals but is good to see the effect to the study area. We set up the parameter and after we run the “>> 

stamps(7.7)”.  

Ones the process is done we can visualize the spatially correlated errors also the master atmosphere and 

the estimated ramps. We do it with the “ps_plot(‘d’)” we will visualize the total DEM error radian per 

meter per baseline Figure 60 It is really low between 0.0154 and -0.0175. The next thing we can check is 

the master atmosphere. Before we have estimated the tropospheric correction or the tropospheric 

contribution to the phase and this step also estimates the contribution of the master atmosphere. So, we 

write “ps_plot(‘m’)” Figure 61 it is observe values much more larger and the next one we can visualize the 

estimated ramps “ps_plot(‘o’)” Figure 62. 

 

Figure 59: Parameter for phase ramp estimation and subtraction. 



 

 

 

Figure 60: Error per meter per baseline is really low. 

 

Figure 61: Contribution of the master atmosphere. 

 



 

 

 

Figure 62: Plot of the estimated ramps. 

 

 

Rerun the step 6 and 7 
It is appropriate to rerun the step 6 to remove the parameter of (scla) error this corresponds of the spatially 

correlated look angle error and the master atmosphere and the orbit error that we have just estimated. 

Now we will rerun the phase unwrapping because all this phase contributions errors would be removed 

before the phase unwrapping and we will have a phase with less noise. Now that we have the estimated 

noise we can visualized typing “ps_info” Figure 63 the value of degrees od noise. In order to re-run the 

steps we will type “>> stamps (6.7)”. Now we can compare with the phase unwrapped before and now 

Figure 64. 



 

 

 

 

Figure 63: Estimated noise for every interferogram. 

 

  

Figure 64: Unwrapping phase on left (before), and unwrapping phase without error in the right (now). 

 

Also, in this same step we can do the estimation of deformation velocity. We type “ps_plot(‘v’) and it 

appear this Figure 65 velocity. This velocity is estimated form the unwrap phase but without the DEM 

errors the ramps and atmosphere removed. This means that this is the first one and we have to remove 

all this to obtain purely the velocity related to the topography deformation, this can be done by typing 

“ps_plot(‘v-dao’ , ‘a_linear’)” and the result is in Figure 66, we can see that the velocity is much more clean 

in the second estimation of velocity. The Figure 67 shows all the time states with the velocity mm/yr. This 

velocity values that we have visualize before are estimated from the relative mean velocity of the entire 

image,  so zero velocity is not actually zero. In order to know exactly what the absolute velocity values are 

in the loss direction, line of sight direction, we need to set a reference velocity by setting a point, area or 

known velocity. If we do not have any reference point is got to set a point where the movement is not 

expected. We can set this in the set parameters typing “set_parm(‘ref_lat’, [min max])” and 

“set_parm(‘ref_lon’, [min max])”. In this case I can not show the result and the final velocity with a 

reference point because my virtual machine is block at the time. 

  



 

 

 

Figure 65: Velocity estimated form the unwrap phase but without the DEM errors the ramps and atmosphere removed. 

 

Figure 66: Velocity estimated form the unwrap phase. 



 

 

 

Figure 67: All the time states with the velocity mm/yr. 

 

 

 

 

 

 

 

 

 

 



 

 

Discussion 
The results are better than expected. We have been able to perform a PSI and obtain a result of velocity. 

We have also been able to document all the process. The deformation results also show a focus of 

deformation that was not really expected in the area. On the other hand the original objective was to try 

to process in a virtual machine in this case the VM of Terrascop. The entire process has not achievable 

entirely in the virtual machine for lack of memory. We have to remember that the service free-of-charge, 

standard configuration with 4 CPU, 8GiB RAM, 4GiB swap space, 80GiB root disk and Private and Public 

workspace folders of 100GiB each, with the option to extend at a price. The images were already filling up 

half of one of the disks in the first part of the process of SNAP2StaMPS. It is necessary that certain paths 

and folder structures were too large for one of the disks of Terrascop. The process was able to run in 

Terrascope until the “split” process Figure 68 the memory of the Terrascop was insufficient and the split 

process the 16 image ¡Error! No se encuentra el origen de la referencia. Figure 69. 

 

Figure 68: The folders and steps able to process in Terrascope. 

 

Figure 69: Error in the split process.  

The next step was to combine the processing with a windows environment and Terrascop virtual machine 

in Linux. For this reason, having to run the process again it was decided that 29 images would be processed 

instead of just 19. This was because in windows there was more space and the processing would improve 

with more images. The parts that are run with SNAP2StaMPS, orbit corrections, spilt, co-registration and 

the interferometry steps were done in windows. The second part, involving the PSI, was done in the VM 

Terrascope, and was able to complete the processing.  



 

 

Certain highlighted issues can include the difficult installation and dependencies of all the software for the 

specific Linux version. A definitive inconvenience is the unavailability to have root permits to install directly 

in the virtual machine (copy and paste some libraries of python) and the difficulty to reference the 

variables inside the VM.  

It would be a good idea to be able to have root permits in the VM or being able to update the Ubuntu 

version that is recommended for the software that is going to be used.  

Conclusion 
To sum up, this study demonstrates the feasibility of conducting Interferometry with free software. The 

process of installation and debugging of the software errors and compatibilities have proven to be really 

time consuming. Now there are clear guidelines to be able to execute this process smoothly. The next 

steps would be to understand all the parameters available in the software to perform a better processing 

and to perform a SBAS process for the same area. The objective was accomplished. For future 

investigations, it would be nice to be able to perform the same processing with other software’s.  
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